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Abstract

Smartphones and Social networks are two concepts closely related which are in an evolution process and upswing. The amount of information and possibilities available is growing fast and it is becoming increasingly harder to manage and to understand the resources at our disposal. This thesis aims to provide a tool to simplify the process of comprising the social networks included in Facebook, Twitter and LinkedIn. The tool developed is a system that has been called Social Unifier, which contains three main networking functionalities. First of all, Social Unifier is built over a NoSQL database system called Borges that presents a solution to manage and access to all the social information of the users in a fast, reliable way. Besides that, the system has an algorithm that finds matching profiles for those users connections across the three social networking sites. Ultimately, the system also finds suggested connections for the users by taking advantage of the information that is already stored in the system. These three functionalities are operated from an Android device application which provides the user interface for the whole Social Unifier system. The system has been tested by DTU students and the results of those tests have been detailed and analyzed here. This thesis relates and discusses the evolution of this research and the possibilities it may offer in the future.
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The social web is growing at an increasing rate, and it is becoming more and more difficult to manage the large amount of useful available information. The number of commonly used social networks is longer every day, and the evolution of mobile devices keeps making simpler to have access to these social networks and it is making of them the main method of communication. This thesis takes a look at that subject, and along its pages it proposes a solution for the problem of managing different social networks through a mobile device, as it will be described in the following sections.

1.1 Problem description

The three most popular social networking sites [1] [2] are Facebook, Twitter and LinkedIn, and that is the reason why they three have been chosen to be the focus of this project. There is a huge amount of valuable information contained in each of those networks, but the large number of connections and vague information on them makes increasingly confusing to manage the resources and take advantage of them. In this project, as a way to enlighten the matter, we will analyze the three social networks with a focus on matching users across them, identifying individuals across platforms.
1.2 Thesis aim

This thesis presents two main challenges. First and foremost, the building of a database that will store collected information from social networks, creating an unified graph connected by the junction of connections from every profile. The second challenge is to design an algorithm able to provide potential cross-platform matches from the information collected and stored in the database. The database, therefore, will work as the input for that algorithm, and the detected matches will be stored there, which will modify the graph by unifying the nodes belonging to different networks that contains the profile information of the same single person. In summary, the aim of the thesis is:

- To build a database to store an unified graph connecting the profiles of Facebook, Twitter and LinkedIn users.
- To design an algorithm to match contacts across social networking platforms.

1.3 Methodology

For the purpose of the project, a smartphone application will be developed, it will be designed to run on Android 2.2 systems. Through this application, named "Social Unifier", relevant information about contacts of the user will be extracted from each one of the three social networks supported. This means that the Social Unifier system provides to the user a single tool to connect to the APIs of Facebook, Twitter and LinkedIn. This system will include a matching algorithm that will connect with the database to find the matching contacts across platforms, providing to the user a simpler way to understand his networks as a whole and suggesting new connections that may be added to his profile. The database that is meant to store the information is called Borges, and it will be designed over the NoSQL document oriented database technology called CouchDB. Once the system is build, it will be tested to assess the actual possibilities of the aforementioned matching algorithm of getting results by using exclusively the profiles information available through the APIs provided by the social platforms. This tests will also allow to check and study the appearance of the Borges network graph after unifying networks of certain amount of users.
1.3.1 Resources

To carry on the practical work of this thesis the following resources have been used:

- One mobile device HTC Desire A8181 with the Android version 2.2 to develop the application.
- An Ubuntu server with Ubuntu 10.04.4 LTS to host the database and other services of the Social Unifier system.

1.4 Outline

The thesis is composed of eight chapters and four appendices. The outline of the chapters structure is presented below:

Chapter 2 describes the first steps of the research, the way to get a first approach to the problem and the ideas and conclusions that were obtained.

Chapter 3 introduces the database system that has been chosen to achieve the objectives of the project. It presents a brief description of CouchDB systems and details the design of Borges.

Chapter 4 analyzes the Social Unifier system and its design, including a system overview description and UML case use and sequence diagrams.

Chapter 5 describes the implementation of the Social Unifier system and the means used to get to its final stage.

Chapter 6 presents the tests plan conducted to verify the functionality of the product and summarizes the results obtained.

Chapter 7 discusses the main aspects of this thesis. It analyzes the results of the tests and assesses the development stage of the system, finally, it lays the foundations of the evolution that the project may have in the future.

Chapter 8 concludes the thesis by assessing the value of this research and the importance of the solutions achieved in regards to the challenges proposed.
Introduction
At the first stages of the thesis, the idea is to ensure that building an application to fetch the amount of information expected, and to store it on the server, is something viable to be done. It is necessary to find the most appropriate tools and prove their reliability for the project.

2.1 Python

As a way to get in touch with the subject and to build a baseline for the development of the project, Python seems to be the optimal programming language to measure the real possibilities of obtaining the desired information from the social networks that will be the objects of study. It is not only chosen for being a great tool to take advantage of the APIs that LinkedIn, Twitter and Facebook provide, but also for its way of handling JSON files and connect with the NoSQL database that will be the core of this thesis.

As it will be detailed in the next sections, a few Python scripts are written to fetch the information from the three social networks and to store it in the database, applying a similar algorithm to the one that will be later developed for the Android application in Java programming language.
2.2 Twitter

The first step is the creation of a Twitter application through the developers service of Twitter. Once the application exists, the keys that allow us to send requests to the web API of Twitter are generated. There is a Python package called Twitter \[4\] that provides an extremely simple wrapper around the web API \[5\], and by using a few simple python scripts, taking advantage of the Twitter package for Python and the technology of Redis \[6\], an open source advanced key-value store, it is possible to access to the information of the user of the system, as well as to the information of his followers and the Twitter users who are being followed by him.

The REST API of Twitter has a rate limiting that does not permit more than 350 requests per hour using the same OAuth token. This limitation forces the Python code to be efficient according to the number of requests made. As we are only interested in those connections who may have an actual communication with the user, the script finds the common elements between the followers group and the group of the connections being followed, and it stores them in the database as the actual user contacts, along with all their relevant information, including the connections existing between them, in addition to the relevant information about the Social Unifier system user. The ultimate aim of storing this personal information is to be able to identify those users within the two other social networks.

2.3 Facebook

As it has been done with Twitter, it is necessary to register in Facebook as a developer to create the application and get the keys to communicate with the API of Facebook. To facilitate the work of making requests, Facebook maintains an official Python SDK \[7\] for the Graph API \[8\], in addition to a query language called Facebook Query Language (FQL) \[9\], that allows querying Facebook user data with a SQL-style interface.

The python script uses these tools to collect the information about the contacts of the Facebook user who authorizes the use of Social Unifier. Once again, all the accessible relevant personal information about every user and his connections is stored on the database for the purpose of identifying his profiles within the other social networking platforms.
2.4 LinkedIn

The same process of getting credentials for the application is followed for LinkedIn. As we did before there is also used a Python module \[10\] to facilitate the interaction with the LinkedIn API \[11\].

The python script follows the same line followed with Facebook and Twitter, fetching and handling relevant data for the user and his connections and storing it as JSON objects.

2.5 CouchBase

CouchDB is a NoSQL open source database that uses JSON to store data as key/value pairs. The next chapter focus on this topic and the reason why CouchDB has been chosen for this project.

Regarding the usability of Couchdb with Python, there is a Python client module called couchdb \[12\] that allows the user to interact with the database as it is a JSON object. When the scripts that connect with the different social networks get data, they use JSON objects to handle the information and adapt it to the database. The information about the users of the Social Unifier system is stored by using their user names as their entry keys, and the keys used for the rest of the connections are the "ids" they have in the social networks where they belong.

2.6 First approach conclusions

The results of the testing the Python scripts and the database in this first approach are quite positive.

Respecting the connection with the APIs of social networks, they were tested by users with more than 500 connections and they proved to be reliable and reasonably fast, taking not more than 10 minutes to handle that amount of users.

The JSON objects, that the database handles, resulted to be the most appropriate way to interact with the information collected from those social networks, greatly reducing the number of needed operations to manage the information.
properly and allowing the Python scripts written for the task to be simple and precise.

In short, this first approach confirms that the database system is adequate for the project and that the APIs of the social networks work as it was expected for them to do. In regards to the Python programming language, due to the high compatibility that it has with CouchDB, it was decided that, although the main code and logic of the mobile device application would be written in Java, the matching algorithm would improve its performance if it is written in python.
One of the main challenges of this thesis is the design of a document-oriented database that simplifies the task of working with JSON objects and presents an easy way to establish connections through Python and Java. CouchBase Single 1.2.0 has been chosen for this purpose, and a database named Borges has been designed to be the core element of the Social Unifier system.

3.1 CouchBase

Apache CouchDB belongs to a new generation of database management systems, NoSQL document-oriented databases. CouchBase Single 1.2.0 is the technology of databases used along this thesis, and it is based in Apache CouchDB 1.1.0. The reason for this decision is detailed below, based in a number of factors that makes this system the most appropriate one for a project like this.

3.1.1 Queries, JSON Documents and HTTP requests

CouchDB is formed by a collection of JSON documents stored as key/value pairs, and it uses a map-reduce pattern to index data. In the particular case
of this thesis, where each entry of the database is only identified by the ID of the system user, or the ID of the corresponding social network from where the information for that entry was obtained, this way of querying provides a great usability advantage over the traditional Structured Query Language.

CouchDB replication uses the same REST API that all clients use, and this is why, with the use of JSON documents to handle and structure the information, the process of collecting data from the APIs of the social networks becomes faster and more efficient than using any other system, due to the compatibility of the types of data that they handle.

### 3.1.2 Futon

Futon is the web-based administration console of CouchDB. It can be accessed by a web browser and from there it is possible to create or delete databases and to manage single CouchDB documents. It results to be an intuitive tool to control and understand the database and its structure. Screenshots of it are used along this chapter to show images of how the entries of Borges are structured in Figures 3.1, 3.2, 3.3 and 3.4.

### 3.2 Design

The concept of the design of Borges lies in the idea of using the database as the input for the matching algorithm and as the input to draw the image of the graph of the whole Social Unifier network. For this, besides containing as much information as possible about the contacts in an easily accessible way, Borges also needs to present a structure that can be readable as a graph.

There are three different types of entries in Borges: Users of the system, social network connections, and Social Unifier information entries.

#### 3.2.1 Users

The users of the Android application have to register with an user name and a password to create their profile in the system. Once the registration form is complete, they can collect the information of their contacts from Facebook, Twitter or LinkedIn.
Every entry in the database has a field called "_rev", containing the revision information of the document, and a field "_id", with the identification key for that entry. In the case of an user of the system the value for that field is equal to the chosen user name. The last essential field in this kind of entries is the one that stores the password of the user. The fields that contain the information collected from every social network are created the first time the user clicks the "get contacts information" button on the application. There are three fields for this matter, "facebook_contacts", "linkedIn_contacts" and "twitter_contacts", that contain the list with the id of every connection the user has in his profile in that network. The last three fields are "facebook_info", "linkedIn_info" and "twitter_info", where every relevant piece of information from the profile of the user in that social network is included. A Futon's view of the entry of an user who has logged in the three social networks is presented in figure 3.1.

![Figure 3.1: View of the entry of a Social Unifier user in Futon](image)

### 3.2.2 Connections

The Borges entries for the connections follow a similar structure to the one followed for the user entries. The "_id" field, in this case, takes the value from the id of the profile of that connection in the social network where it belongs. Besides that, there is a contacts field, which contains a list of its connections among the other entries in the database that come from the same social network.
and have at least one of the users of the system as a common friend. The last field is the one containing the data about the profile that were available through the API of the corresponding social network. The amount of information stored depends on the privacy controls of that network and the actual information that the owner of the profile is willing to share. A view of the connection entries in Futon for each one of the three social networks is displayed in Figure 3.2, 3.3 and 3.4.

<table>
<thead>
<tr>
<th>Field</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>_id</td>
<td>10080019855737429</td>
</tr>
<tr>
<td>_rev</td>
<td>2...facebook titan of the network</td>
</tr>
<tr>
<td>facebook_contacts</td>
<td>[6208926, 503243017, 503108905, 503363207, 502243162, 438837515, 183270149, 707313153, 708907476, 7421215131, 807932060, 100800097319371, 160,...]</td>
</tr>
<tr>
<td>facebook_info</td>
<td>id 10080019855737429</td>
</tr>
</tbody>
</table>
| twitter_contacts | [65637166, 364632899, 507464028, 375520342, 55964017, 239358517, 805945793, 81196426, 102154726, 851245176, 74210202, 821594621, 83420582, 2...]
| twitter_info | status "AaBbCcDdEeFfGgHhIiJjKkLlMmNnOoPpQqRrSsTtUuVvWwXxYyZz", user="Bob" lang="en" "https://www.apple.com" source="An lable..." location "Madrid" profile_image "http://twitter.com/profile_image/1870241629/XXRubyNormal.jpg" created_at "2012-01-18T12:12:12Z" status_count 169 lang "en" background_image "http://twitter.com/images/theme/xxmash/fg.png" id 301215081 favorites_count 1 friends_count 1 description "Hello, world!" screen_name "Bob_al" followers_count 16 listed_count 2 |

**Figure 3.2:** View of the entry of a Facebook contact in Futon

**Figure 3.3:** View of the entry of a Twitter contact in Futon
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3.2.3 Social Unifier Information

There exist four entries in Borges whose function is to facilitate the handling of the structure of the database. Three of them, one for every social network, are meant to keep a record of the users of the system who have collected their contacts from that network. The keys of those entries are "tw_users", "fb_users" and "ld_users". Every field they contain uses the id of an user of that social network as the key, and its chosen user name for the Social Unifier system as the value, this way, it is possible to find an user in the system by not only looking for his user name, but also by looking for the id of his profile in the different social networks. The fourth one of the social unifier information entries is named "matches", it stores contacts matched across networks with the matcher algorithm. The key of each field is the id of a connection from one of the social networks, while the value stored is a list, with a maximum of two elements, that is composed by the ids of the profiles that that person has in the other two networks supported by the system. These entries allow the database to be managed, reducing as much as possible the number of queries made and the number of entries that need to be modified. The matches record gives the possibility of finding the profiles belonging to a contact within other networks, without having to keep that information stored inside of the entries that identify those profiles.

3.2.4 Graph

As it is expected to be possible to draw a graph that represents an image of Borges, the database has been designed in a way that can be read as a collection of nodes and edges. Any algorithm whose intention is to obtain the graph contained in Borges should consider each user of the system, each person included
in the matches field and each connection entry that is not in the matches record as a node. The edges between those nodes will be found in the connections field of every entry, each id on those connections lists represents an edge between that entry node and the node of the entry with the id found on the list. In the case of adding edges for Social Unifier users or for found matches, the social unifier information entries will work as a dictionary to find the key of the node comprising that connection id. If it is looking for an user, it will find his user name in the corresponding entry with the list of that social network users. If it is looking for a match, it will find the list with the other keys representing that same person in the matches entry. Appendix C contains the description of a way to read and plot the graph of the system and in appendix D it is possible to see some figures illustrating the Borges database graph.
Chapter 4

Analysis and Design

The Social Unifier system is the answer given to the problem proposed in this thesis. This chapter focuses on the structure of this system and it provides an analysis of its different components and the way they interact with each other. It begins with an overview of the whole system, then a deeper description of the server and the Android application and it finishes with a summary of the ideas presented in the chapter.

4.1 System Overview

The Social Unifier system is composed by a mobile device application that connects with the services provided by a server. Those services are the Borges database, the python script that runs the matching algorithm, a SFT server and a HTTP server. Figure 4.1 illustrates the architecture of this system.
4.1.1 Components

**Mobile Device:** An Android application has been developed for the user to interact with the system and manage all the services included on it, which are allocated on the server. The application is designed for the Android 2.2 platform, and its design will be the subject of the next section of this chapter.

**Borges Database:** The Borges database, whose design was the matter of the previous chapter, is allocated on the server and provides its own HTTP server to handle requests.

**Python Matching Algorithm:** There is a Python script running in the server to establish a connection with the Borges database and traverse through it, checking every entry, to find single persons with profiles in different social networks and to store those findings into the "matches" field of the database.

**SFTP Server:** The SFTP server allows the mobile application to upload files to the server of the system. Those files contain the graphs of the networks that
the user wants to be able to browse, and they will be read by the JavaScript script that will be accessible through the HTTP server.

**HTTP Server:** This HTTP server is meant to receive HTTP requests from the browser of the mobile device. It shows the html page containing the JavaScript code that prints the graph plot of the network requested by the user. That script uses the JavaScript library "d3.js" [15] to manipulate the graph files and draw the graph.

### 4.1.2 Communication between Components

#### A
The mobile device sends HTTP requests to the database and receives the responses as JSON documents. There are four different kinds of requests: Read, Write, Update and Delete, which are made by using GET, POST and DELETE commands.

#### B
The python scripts connects with the database through the CouchDB library for python to which we referred in chapter 2. This library manages the requests and allows python to interact with the database as it is a dictionary object, simplifying the task of reading and writing on Borges.

#### C
The mobile device uploads the graph files to a folder inside of the server by setting a SFTP connection. A Java library called Java Secure Channel (JSch) [16] is used for this task.

#### D and E
When the browser of the mobile device sends requests to the HTTP server, the server sends, as a response, the file "index.html". That html file includes the JavaScript code that draws the graph of the network, by using the "d3.js" JavaScript library. The methods from the library will read the graph files that the user chose to be drawn, which was uploaded through the SFTP server.

### 4.2 Mobile Device Application

The Android application designed must be able to provide a tool that allows the user to collect information from the social networks that he is signed in, it also gives the user the possibility of checking the graphs of those networks, the graph of the combination of them, and the matching profiles that were found across the social platforms, together with the suggested connections that may
also be found. To introduce that design, an UML use case diagram and an UML sequence diagram are shown and explained below. The section finishes with a brief discussion about the aesthetic design of the user interface of the application.

### 4.2.1 UML Use Case Diagram

Figure 4.2 shows an UML use case diagram that presents the basic interactions of the Social Unifier system with the user and the other external actors involved, namely, the social network APIs and the browser of the mobile device.

![Figure 4.2: Social unifier UML case use diagram.](image-url)
The diagram shows the options that the user has to interact with the system after he has registered and logged in. We can classify these options in three groups:

**Collecting data:** The user can choose the option of getting the information about his profile in LinkedIn, Twitter and Facebook, and add it to the database together with the information of his contacts. To do this, the system must connect to the API of the selected social network.

**Check matches:** This choice gives to the user the possibility of checking the contacts matched across his social networks, and, in the case of the option "Global matches / Suggested connections" that is included in the main menu, it is also possible to check the profiles that its contacts have in other social platforms but are still not connected to the user. The matching algorithm is running in the server and it is not synchronized with the mobile device, so it may take a while for the matches to be found once the user has collected the contacts information. The application is able to display only the matches for the contacts in one of the three single social networks or the total of matches found among the three of them, according to the choice of the user. In the last case, it will always also show the list of suggested connections.

**Graph viewing:** It is possible to check a graphical view of the graph composed by the connections of the user. The application will open the default browser of the mobile device and it will display the web page including the drawing of the graph selected by the user. That user can choose between visualizing the global graph for his whole network or one composed only for the contacts belonging to one of the three social networks.

### 4.2.2 UML Sequence Diagram

Figure 4.3 illustrates an UML sequence diagram representing how processes interact with each other and the order of those interactions for the use cases shown above. It works as follows:

The first time the user starts the application, he will have to register. The application will check the Borges database to ensure that the user name chosen is available, and after getting a response, the new user entry with the information about the registration will be stored in Borges. When the registration is complete the user is allowed to log in by using his user name and password, which will be checked with the ones stored in the database to grant permission to use the system.
When the user chooses to get the information from one of the social networks, the first step is to login on that social network and to allow Social Unifier to have access to the information of his profile. This OAuth dance [17] with the API of the social network provides the application with an access token. The access token is used to make requests asking for the information about the user and its connections. Once Social Unifier receives the response with the data, it connects with the database to request for the former information about that user and that social network, which might be already stored. Finally, the algorithm updates the JSON documents gotten from Borges with the new data provided by the social network.

**Figure 4.3:** Social unifier UML sequence diagram.

The server keeps a python script running the matching algorithm through the database. This script reads entries from the database, it finds new contacts
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whose profiles match across networks and store those matches back into Borges. When the user chooses to check the matches information, the mobile device requests the document of the entry containing the matches to Borges and it reads the response to display a list containing the matches found for the contacts of that user.

The last operation shown in the diagram is the one that shows the graph plot of the network of an user. The application reads the database to get the contacts and it composes the graph, once the graph is generated, it creates a file containing it and uploads it to the server through the SFTP server. Finally, the browser of the application makes the HTTP request to the server to display the image of the graph.

4.2.3 User interface

Appendix A contains the mobile device screenshots, where it is possible to see the graphical design of the Android application. This design takes advantage of the items included in the palette of the basic android graphical layout.

4.3 Summary

What was described in this chapter can be summarized in a few lines. The system comprises three main components, namely, the Android application, the Borges database, and the server, which includes a HTTP server and a SFTP server. Those components interact with each other mostly through HTTP requests, and they connect the same way with the APIs of Facebook, LinkedIn and Twitter, by carrying out the Oauth dance to get an access token. Next chapter focuses on the task of implementing this components.
The process of implementing the design explained above is detailed in this chapter. The prototype described below is the one that has been used to conduct the tests and the one that provides the results that will be discussed in chapters 6 and 7. The following sections take a special look to the problems that have arisen while implementing the Social Unifier system and the way to solve them, including the over come challenges and non trivial code snippets.

5.1 Overview

The process of implementing the system can be fragmented into the following sections, which form the outline of this chapter:

- Interface
- Social Networks
- Connection to the Server
- Check Matches / Suggested Connections
• Graph View
• Matching Script

The five first parts of this outline describe elements that have been implemented in Java programming language, using Eclipse Indigo Service Release 2, Eclipse IDE for Java Developers [18] and the Android SDK [19] for the Android platform 2.2 [20] as the software needed to develop and build the program. Appendix B contains figures that illustrate the classes overview of this Java code. On the other hand, the matching script has been written in Python Programming Language using for that the Python 2.7.2 Release [21]. Finally, besides Java, the code that draws the graph plot, which is a part of the graph view system, is written in JavaScript scripting language.

5.1.1 Eclipse Project

As said before, Eclipse includes the Android SDK for the Android platform 2.2. The project target is set to be Android 8. This project has twelve activities declared in the "AndroidManifest" file, and all of them are declared to be portrait oriented, in order to prove an uniform design to the application. The project contains two source packages, the first one, "thesis.unifier", contains the bulk of the classes of the application, and the other one, "org.base", contains the class providing the methods to connect to the Borges database. In addition to the Android SDK, the project includes the Facebook Android SDK library [22], and integrates several other Java libraries that will be mentioned in the following sections.

5.2 Interface

The project contains ten layouts that comprise the user interface of the application. The screenshots illustrating the result of those layouts are included in Appendix A. Those layouts are ".xml" files declaring the elements that will compose the different views of the application. Together with these ten layout files there is another XML file called "strings.xml" that contains the text strings that will be used by the elements declared in the layouts. Figure 5.1 illustrates the usage cycle of those layouts during the execution of the application. Arrows in the picture indicate the possibility of going from one layout to another one, by using elements included in the first layout such as buttons or image buttons. The files "maindialog.xml" and "list_black_text.xml" are the only ones
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not associated to any activity class. The first one generates an Android custom
dialog and it is used over the layouts generated by "menu.xml", "fb_login.xml",
"lk_login" and "tw_login.xml". The second one is the layout for items inside
of a list and it is used over the "matches.xml" layout.

![Figure 5.1: Layouts usage throughout the Social Unifier life cycle.]

5.3 Social Networks

The three activities that carry on the connection with the three social networks
APIs use a similar algorithm. The aim of these classes is to provide a Single
Sign-On access control for the Social Unifier system.
5.3.1 Facebook

The tools that Social Unifier needs to connect to the Facebook API are the Facebook Android SDK and the activity class "Fb_main". This class takes advantage of the resources provided by the SDK to set a connection and make requests. The access token given by the social networking site is stored using the "shared preferences" class, and it allows the user to use Social Unifier without having to authorize the access to the Facebook information by the application every time a new connection is set. It has been only necessary to implement two methods inside of the "Fb_main" class, these are the method "onCreate" and the method "onActivityResult". The first of them contains the bulk of the code, including the algorithm to collect the contacts information, while the second one handles the result of returning to this activity after executing a different one.

5.3.2 Twitter

There have been implemented five classes that provide the methods to connect to the Twitter API. Those classes are the activities "Tw_main" and "PrepareRequestTokenActivity" and the classes "TwitterUtils", "OAuthRequestTokenTask" and "RetrieveAccessTokenTask". The last two are an extension of "AsyncTask<Void, Void, Void>" and the latter is contained inside of the "PrepareRequestTokenActivity" class. They use the library OAuth-Signpost [23] to perform the OAuth dance and establish a Single Sign-On connection with the Twitter API, and "Tw_main" and "TwitterUtils" also use the library "Twitter4j" [24] as a wrapper around the API to make relevant Twitter requests. Just as it was done with Facebook, the access token is stored in the mobile device to make a just one time task for the user to go through the authorization process.

The class "Tw_main" generates the user interface for the menu and "PrepareRequestTokenActivity" generates the authentication interface. On the other hand, "TwitterUtils" contains a set of methods that will be called from the "Tw_main" class, those methods are "isAuthenticated", to check the existence of a valid access token and "getInfo", "getUsersInfo" and "getFriends", to collect the relevant information about the network connections. Finally, "OAuthRequestTokenTask" and "RetrieveAccessTokenTask" are called from "PrepareRequestTokenActivity" and they contain the methods responsible for conducting the OAuth authorization flow.
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5.3.3 LinkedIn

The activity class "Lk_main" generates the user interface to connect with the LinkedIn API, to do this, it uses the "Linkedin-" Java library [25], which, in turn, takes advantage of the OAuth-Signpost library to perform the OAuth dance. It proceeds as it was described in the sections above, setting a Single Sign-On access control and saving the access token information by using the Shared Preferences class.

The "Lk_main" class provides a method called "getData" that performs the task of making requests to the API to collect the connections information. The methods "startAuthenticate" and "finishAuthenticate", on the other hand, carry out authentication tasks. To begin, "startAuthenticate" is called inside of the "onCreate" method and "finishAuthenticate" is used from the "onNewIntent" method, to give closure to the authentication process.

5.4 Connection to the Server

Social Unifier connects directly to the Server through two different methods, it contacts the Borges database through HTTP requests and it needs to upload files to the SFTP server. The two sections below details the classes implemented to perform these tasks.

5.4.1 Database Class

The class "Database", included in the package "org.base", works as a wrapper around CouchBase providing the functions necessary to manage the data stored. This class is used from every other class in the Social Unifier application that has to interact with Borges. The class has two constructor methods, one in case the database needs to authenticate the credentials to be accessible and another one in case it does not. Social Unifier creates instances of the class "Database" by using the constructor that requires credentials, because of the authentication particularities of Borges. The methods implemented on this class are the following:

The read method performs HTTP "Get" requests to read from the database the value associated to a given key.

The write method performs HTTP "Post" requests to sent a value to be stored
into the database, that value will be associated to a key given as a parameter of the write function.

The upload method uses the method read to get a document from the database, and, after updating the information contained into that document, it stores it again with the same key by using the write method.

The delete method performs HTTP "Delete" requests to delete the entry of the database that matches the key given as a parameter of the method.

The set consisting on the four previous methods provides all of the tools that Social Unifier needs for its interactions with the database and it has proved to be a highly portable tool. Its has been designed with the intention of being a highly scalable class that could be the starting point for a more complete CouchDB Java library.

### 5.4.2 Upload Class

The class "Upload" performs the task of uploading graph files to the SFTP server of the system. This class uses the above mentioned library, Java Secure Channel (JSch), to establish the connection given the host name, the port, and the user credentials. The class contains a single method, "up", which creates a session and opens a channel to upload the file into a given path inside of the server. The file is converted into a "ByteArrayInputStream", and that will be the object sent through the open channel.

### 5.5 Check Matches

There are four activity classes intended to calculate and show the matching connections found by the algorithm, "G_Matches","FB_Matches","TW_Matches" and "LK_Matches". The first one displays the matching profiles found for every connection of the user in every social network, and in case not all of the profiles matching that connection are connected to the application user, it will present them as "suggested connections". The remaining classes display the matches found for every connection of the user profile in a particular social network. The algorithm of these classes is included inside of the "onCreate" method, where they present a screen containing a "ListView" that shows the contacts matched and a message reporting the ratio between matches found and the total amount of possible hypothetical matches. This ratio is calculated by assuming that the
contacts of the social network with the smallest number of user connections will also have profiles in the other two social networks, and that the contacts of the social network with the second smallest number of user connections will also have profiles in the social network with the longest number of user connections. "G_Matches" will also include a message reporting the number of suggested connections found.

Following the assumptions above, to calculate the success ratio for the matching profiles found for every connection in every social network, the hypothetical maximum of possible matches would be the result of the following algorithm:

```
if FbContacts < LdContacts ∧ FbContacts < TwContacts then
  if LdContacts < TwContacts then
    maximum = FbContacts * 2 + LdContacts
  else
    maximum = FbContacts * 2 + TwContacts
  end if
else if LdContacts < FbContacts ∧ LdContacts < TwContacts then
  if FbContacts < TwContacts then
    maximum = LdContacts * 2 + FbContacts
  else
    maximum = LdContacts * 2 + TwContacts
  end if
else
  if LdContacts < FbContacts then
    maximum = TwContacts * 2 + LdContacts
  else
    maximum = TwContacts * 2 + FbContacts
  end if
end if
```

When calculating the success ratio for the matching profiles found for only the connections from a specific social network (Facebook, in this particular example), the hypothetical maximum of possible matches would be the result of the following algorithm:

```
if FbContacts < LdContacts ∧ FbContacts < TwContacts then
  maximum = FbContacts * 2
else if FbContacts < LdContacts ∧ FbContacts > TwContacts then
  maximum = FbContacts + TwContacts
else if FbContacts > LdContacts ∧ FbContacts < TwContacts then
  maximum = FbContacts + LdContacts
else
  maximum = TwContacts + LdContacts
end if
```
5.6 Graph View

To implement the graph view system for Social Unifier, there has been written a class called "Graph" that includes a single method, "generateGraph", which goes through the Borges database and returns a JSON Object containing the information about all the nodes and edges in the graph to be shown. The algorithm implemented is intended to make a difference among contacts from different social sites when drawing the graph, to do this, "generateGraph" checks the "matches" entry in the database and assigns a different "group" value to every node. There are seven possible groups: Facebook, Twitter, LinkedIn, Facebook + LinkedIn, Facebook + Twitter, LinkedIn + Twitter and Facebook + LinkedIn + Twitter. The method receives a parameter to select if the graph to be composed must include every contact of the user or just the ones belonging to a particular network. The resulting JSON object is what will be uploaded as a file into the server to be read by the JavaScript code that will draw the graph image.

5.6.1 JavaScript

The file "index.html" located in the server contains a JavaScript code that uses the "D3.js" library to draw the graph uploaded by the Social Unifier mobile application. When the browser opens the web page, the script reads the graph file and builds the image by adding every node and edge given by the JSON document contained in the graph file. In that JSON document, the edges have a "source" and a "target" field, to indicate the nodes connected by them, and the nodes themselves have a "group" field, indicating the group they belong among the seven ones discussed above. According to the group value, the algorithm associates a different icon to each node to be drawn, so it is possible to identify in the image in what social network or networks the person represented by that node has a profile.

5.6.2 Graph View Discussion

Depending on the mobile device characteristics and the browser used, the graph view system may not work properly. Mozilla Firefox for Android is recommended to be set as the default browser of the device for a correct system operation, due to its capability of rendering the SVG images that will be produced by the "D3.js" JavaScript library. As for the performance of the phone, when the amount of nodes in the graph is sufficiently high, it is possible that the
5.7 Matching Script

The file "matcher.py" contains the Python script that finds matching profiles across different social networks. This script runs in the server and accesses Borges through the Python couchdb module. The matching algorithm can be described as a loop that reads the connections list of every application user and compares the profile information of every contact from one of the social networks to the profile information of every contact in the two other networks, and in case it finds a match, it adds it to the "matches" JSON Object, besides that, it also stores the profiles of all Social Unifier users as matching profiles. After that, it replaces the former "matches" entry in Borges with the updated new one, and this process is repeated every half hour.

Due to the privacy restrictions of the social networks APIs, the relevant information that can be used to identify a match among two profiles by the comparison of its fields is very limited, and it will be a topic of discussion in chapter 7. That
information is reduced to the following:

**Facebook and Twitter:** Profiles could be matched according to the full name of the user, his user name (Facebook) and screen name (Twitter), his time zone and his location. But despite this, the only fields that are actually used for the comparison are the full names and the user name and the screen name.

**Facebook and Linkedin:** Profiles could be matched according to the full name of the user and his location, but, for the same reasons than above, the only fields that take part in the algorithm are the full names of users.

**Linkedin and Twitter:** As it happened with Facebook and Linkedin, profiles could be matched according to the full name of the user and according to his location, but the full name of users is the only element being compared to find these matching profiles.
Chapter 6

Test and Results

A test plan has been designed and conducted to check the Social Unifier system functionalities and its reliability. This chapter presents a brief description of this test plan and a raw display of data obtained as results from the tests. Those results will be discussed and analyzed in chapter 7.

6.1 Test Plan

To test the Social Unifier system, it has been used by ten international DTU students under different circumstances, to wit, different Android mobile devices and different internet connection characteristics. All of the test subjects have Facebook profiles, seven of them have Twitter profiles and seven of them have LinkedIn profiles. The aim of these tests, besides checking the robustness of the system, is to assess the accuracy of the matching algorithm and the suggested connections algorithm as well as the response of the Borges database to the storage and organization of certain amount of information. Finally, it is interesting to see the state of the global network created on the system after fetching the contacts information of every test subject.
6.2 Matching Results

The information about users connections that has been obtained through the test plan is shown in tables 6.1, 6.2, 6.3 and 6.4. These tables contain the number of connections that each user has in each social network, besides the number of matching profiles found for those connections. Table 6.4 also contains the information about the number of suggested connections for every user. In every table the matches are expressed as the ratio between the number of matching profiles found and the number of possible matches for that user. The number of possible matches is calculated following the algorithm explained in chapter 5, and although it is not equal to the actual value of possible matches, which is expected to be significantly lower but can not be figured, this number intends to give a rough idea about the accuracy of the matching algorithm. According to data included in the four tables we can state the following information:

- The matching algorithm presents a success rate of at least 30% for Facebook connections, 25.89% for Twitter connections and 20.68% for LinkedIn connections. The success rate over the whole Social Unifier network is at worst 25.16%.

- Users receive an average of 8.2 suggestions for new connections for each 380.5 contacts that they already have.

- The Social Unifier network includes 3805 connections after being used by ten users, of those connections 90.46% are Facebook profiles, 5.34% belong to Twitter and 4.20% belong to LinkedIn.

- Although there are 3805 users connections in the system, the number of profiles stored in the Borges database is lower than that, as it is explained in the next section. This is due to the existing shared connections between the students that took part on the tests.

6.3 Network

Once the tests have been conducted, Borges database contains 44.7 megabytes of information, resulting in 2710 rows. Four of those rows are the Social Unifier information entries, and ten of them are the application users entries, therefore, this means that the amount of contact profiles collected and stored in the database is 2696, compared to 3805 existing connections. What this information suggests is that 1109 of the application users connections are mutual contacts with some of the other nine test subjects. In the same way, the total amount
of pairs of matching profiles found and stored in Borges is 94, but the total of matches shown in the Android application to the test subjects is 118, which means that some of those 94 matches are connected to more than one of the application users.

After finding the matching connections of the system, the graph formed by the profiles contained in Borges has 2667 nodes and 23732 edges. Each node of the graph represents a profile from one of the three supported social networks, or, in case of the user nodes or the matching profiles nodes, it represents a single person who may have profiles in more than one of the social networks. Likewise, the edges of the graph are the graphic representation of each existing connection between two profiles stored in Borges. Appendix C describes the method used to obtain this graphic representation of Borges, and Appendix D contains Figure D.2, displaying the graph plot of the network. Some interesting facts can be obtained by analyzing the graph:

- The graph contains five different node types, namely, users, Facebook profiles, LinkedIn profiles, Twitter profiles and matching profiles. As it is expected to be, there are not existing edges between Twitter and LinkedIn nodes or between LinkedIn and Facebook nodes, but it is possible to appreciate that there are two edges from Twitter nodes to Facebook nodes, this issue will be discussed in the next chapter.

- There are 2696 entries in Borges but just 2667 nodes in the graph, this is because of the several profiles that match, whose matches have been reduced to a single node in the graph representation.

- The average degree of the graph is 17.797. That number represents the average number of connections that every user, matching profiles or profile in the system has.

- The network diameter is 6, so the further a person with a profile on the system will be from meeting any other person on the system is a distance of 5 persons.
### Table 6.1: Facebook tests data

<table>
<thead>
<tr>
<th>User</th>
<th>Facebook contacts</th>
<th>Matches / Possible matches</th>
</tr>
</thead>
<tbody>
<tr>
<td>User 1</td>
<td>574</td>
<td>24 / 54</td>
</tr>
<tr>
<td>User 2</td>
<td>320</td>
<td>21 / 59</td>
</tr>
<tr>
<td>User 3</td>
<td>338</td>
<td>14 / 40</td>
</tr>
<tr>
<td>User 4</td>
<td>557</td>
<td>32 / 134</td>
</tr>
<tr>
<td>User 5</td>
<td>331</td>
<td>5 / 9</td>
</tr>
<tr>
<td>User 6</td>
<td>308</td>
<td>4 / 9</td>
</tr>
<tr>
<td>User 7</td>
<td>252</td>
<td>2 / 31</td>
</tr>
<tr>
<td>User 8</td>
<td>168</td>
<td>2 / 13</td>
</tr>
<tr>
<td>User 9</td>
<td>254</td>
<td>5 / 13</td>
</tr>
<tr>
<td>User 10</td>
<td>340</td>
<td>0 / 1</td>
</tr>
<tr>
<td>Average</td>
<td>344.2</td>
<td>10.9 / 36.3</td>
</tr>
</tbody>
</table>

### Table 6.2: Twitter tests data

<table>
<thead>
<tr>
<th>User</th>
<th>Followers</th>
<th>Friends</th>
<th>Twitter contacts</th>
<th>Matches / Possible matches</th>
</tr>
</thead>
<tbody>
<tr>
<td>User 1</td>
<td>49</td>
<td>45</td>
<td>28</td>
<td>17 / 54</td>
</tr>
<tr>
<td>User 2</td>
<td>67</td>
<td>126</td>
<td>59</td>
<td>21 / 59</td>
</tr>
<tr>
<td>User 3</td>
<td>29</td>
<td>62</td>
<td>19</td>
<td>12 / 38</td>
</tr>
<tr>
<td>User 4</td>
<td>99</td>
<td>239</td>
<td>74</td>
<td>21 / 134</td>
</tr>
<tr>
<td>User 5</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>- / -</td>
</tr>
<tr>
<td>User 6</td>
<td>16</td>
<td>29</td>
<td>9</td>
<td>4 / 9</td>
</tr>
<tr>
<td>User 7</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>- / -</td>
</tr>
<tr>
<td>User 8</td>
<td>3</td>
<td>16</td>
<td>1</td>
<td>0 / 2</td>
</tr>
<tr>
<td>User 9</td>
<td>14</td>
<td>29</td>
<td>13</td>
<td>5 / 13</td>
</tr>
<tr>
<td>User 10</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>- / -</td>
</tr>
<tr>
<td>Average</td>
<td>39.57</td>
<td>78</td>
<td>29</td>
<td>11.43 / 44.14</td>
</tr>
</tbody>
</table>
### Table 6.3: LinkedIn tests data

<table>
<thead>
<tr>
<th>User</th>
<th>LinkedIn contacts</th>
<th>Matches / Possible matches</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>User 1</td>
<td>26</td>
<td>17 / 52</td>
<td></td>
</tr>
<tr>
<td>User 2</td>
<td>-</td>
<td>- / -</td>
<td></td>
</tr>
<tr>
<td>User 3</td>
<td>21</td>
<td>10 / 40</td>
<td></td>
</tr>
<tr>
<td>User 4</td>
<td>60</td>
<td>19 / 120</td>
<td></td>
</tr>
<tr>
<td>User 5</td>
<td>9</td>
<td>5 / 9</td>
<td></td>
</tr>
<tr>
<td>User 6</td>
<td>-</td>
<td>- / -</td>
<td></td>
</tr>
<tr>
<td>User 7</td>
<td>31</td>
<td>2 / 31</td>
<td></td>
</tr>
<tr>
<td>User 8</td>
<td>12</td>
<td>2 / 13</td>
<td></td>
</tr>
<tr>
<td>User 9</td>
<td>-</td>
<td>- / -</td>
<td></td>
</tr>
<tr>
<td>User 10</td>
<td>1</td>
<td>0 / 1</td>
<td></td>
</tr>
<tr>
<td>Average</td>
<td>22.86</td>
<td>7.86 / 38</td>
<td></td>
</tr>
</tbody>
</table>

### Table 6.4: Global Social Unifier network tests data

<table>
<thead>
<tr>
<th>User</th>
<th>Total connections</th>
<th>Matches / Possible matches</th>
<th>Suggested connections</th>
</tr>
</thead>
<tbody>
<tr>
<td>User 1</td>
<td>628</td>
<td>29 / 80</td>
<td>5</td>
</tr>
<tr>
<td>User 2</td>
<td>379</td>
<td>18 / 59</td>
<td>9</td>
</tr>
<tr>
<td>User 3</td>
<td>378</td>
<td>18 / 59</td>
<td>3</td>
</tr>
<tr>
<td>User 4</td>
<td>691</td>
<td>35 / 194</td>
<td>3</td>
</tr>
<tr>
<td>User 5</td>
<td>340</td>
<td>5 / 9</td>
<td>13</td>
</tr>
<tr>
<td>User 6</td>
<td>317</td>
<td>2 / 9</td>
<td>9</td>
</tr>
<tr>
<td>User 7</td>
<td>283</td>
<td>4 / 31</td>
<td>13</td>
</tr>
<tr>
<td>User 8</td>
<td>181</td>
<td>2 / 14</td>
<td>4</td>
</tr>
<tr>
<td>User 9</td>
<td>267</td>
<td>5 / 13</td>
<td>12</td>
</tr>
<tr>
<td>User 10</td>
<td>341</td>
<td>0 / 1</td>
<td>11</td>
</tr>
<tr>
<td>Average</td>
<td>380.5</td>
<td>11.8 / 46.9</td>
<td>8.2</td>
</tr>
</tbody>
</table>
The interpretation of the results above, the analysis of the current state of the network and the discussion of the stage of development of the system are necessary at this point to form an idea of the achievements of this master thesis before closing this report with the conclusions that have been obtained from it. The next sections summarize the benefits that the Social Unifier system generates and its capability of providing answers to the proposed problem, as well as the possible future evolution lines of the project.

7.1 Results Analysis

The first issue that draws attention from the tests conducted is the differences between the amount of Facebook connections and the amount of Twitter and LinkedIn connections. Of all users of the application only 70% of them use LinkedIn and only 70% of them use Twitter, however 100% of them have Facebook profiles. The conclusion obtained from these data is that international DTU students are in general not yet fully involved in the labor market nor have a big influence or interest in Twitter.

Regarding the matching profiles, the average of matched profiles is 25.16%, therefore, for each four profiles that might have a matching profile in some of the
other two social networks, the system finds one. The idea has been to find these matches by taking only advantage of profiles information that is available through the social networks APIs, but the only unique identifiers that can be obtained are the Facebook user name and the Twitter screen name, which is not enough information, so this makes necessary the use of other fields from the profiles to find the matches. It has been decided that the matching algorithm determines if the profiles belong to the same person by comparing the profile full name of them, besides the user name and the screen name mentioned above. There were some other profile fields that could have been used to ensure that the profiles actually belong to the same person, instead of belonging to two persons with the same name, such as the location or the education, but the success rate significantly decreases by adding these fields to the algorithm, due to the vagueness of the information they contain. With the used method, although the amount of matches found is higher, it is also possible that the system matches two profiles which do not actually belong to the same person. To assess the probability of this happening, the 94 matches stored in Borges have been carefully checked, obtaining as results that all of the matching profiles found are correct. This means that, according to the tests conducted, the possibility of finding wrong matching profiles is not higher than 1.06% at worst.

One of the main goals of the project was to evaluate the capability of the CouchDB technology to handle this kind and amount of information and to establish connections with each part of the system, specially the Android mobile device. Either the CouchDB Python module or the CouchDB Java Library developed for the project have proved to provide a highly reliable connection to Borges, what has been translated into a flawless performance when storing and managing information. As planned, it has been possible to create and read the graph of the network from Borges, containing all the profiles information. As the graph, according to the results described in the previous chapter and to Figures D.1 and D.2, it is fair to say that it meets expectations, and it is predicted that as the network keeps growing and evolving, the appearance of the graph plot will remain very similar to the present one.

7.2 Development Stage of the System

The fact of conducting the test plan demonstrated that the operation of the Social Unifier system is not perfect and there are a few aspects that should be improved in order to achieve a better performance in the future. Fortunately these issues do not have an actual impact over the test results but it is important to identify them and describe the way to solve them.
As pointed out in the previous chapter, it is possible to observe in the graph shown in Figure D.2 that there are two edges connecting Facebook and Twitter nodes. This can be explained as a problem related to the identification key used to store Facebook and Twitter profiles in the database. The id of every profile in Borges database is equal to the original user id assigned to that profile in the social networking site where they belong, but Facebook and Twitter happen to use a similar id system, so it is possible, although highly unlikely, that two users from different networks have the same identification number assigned to their profiles, which could cause confusion when including these profiles into the database. What seems to be the most efficient way to solve this is the addition of a single character at the beginning of the id number when it is being stored in the database or added to the contacts list of other Borges entries. That character could be a ’t’ for Twitter connections and a ’l’ for Facebook connection, so there would be no confusion between the profiles collected from both social networks.

The graph view system generates and upload a graph file called "graph.json" to the server, that file will be opened by the JavaScript code to draw the graph image when the mobile device browser accesses to the url path where "index.html" is located. The current system does not make a difference between users accessing to that url, so it will always show the last graph that has been uploaded. This causes a security problem because the system is allowing every one to see the network graph of the last user who uploaded it. To fix this, it is as simple as uploading the graph files using different names for each file, so when the user wants to see the graphic representation of his own network, the application has to open the browser by including in the HTTP request a parameter indicating the name of the graph file for that particular user.

7.3 Further Work

The Social Unifier system is meant to be the purely research product of this master thesis, to propose solutions and provide analysis for the issues raised, however, the project has the potential to evolve to reach other magnitudes and other purposes. First of all, besides taking care of the issues described in the section above, and in order to improve the performance of the system, it seems necessary to implement most demanding test plans, to ascertain how the system responds to larger networks and large amounts of information. Having verified that the matching algorithm, in the way it has been raised, shows results that could still be improved, it would be wise to study new ways of extending the
information about the profiles to increase the number of matches found and, in the same way, to improve the ratio of suggested connections for every application user too.

During this thesis it has been intended to develop a system that can be highly scalable to be a part of other systems or the starting point for a whole new other product. Social Unifier provides a simple way to connect to the APIs of the three main social networking sites and to create and manage a CouchDB database. Any kind of social functionality could be built in the system, from synchronizing it with the mobile device address book to give the user the possibility of posting new information in his profiles or sending messages to other users. The idea of improving the usability and the aesthetic design of the Android application, along with the addition of new functionalities that may be attractive to users, would bring to the project the opportunity of handling a huge amount of information to be studied to improve the knowledge about social interactions and the use people give to the social networking platforms.
Chapter 8

Conclusion

The problem that has arisen in this master thesis is based on the evolution of new methods of communication and social interactions through the use of smartphones and social networking platforms. The single question that was trying to be answered in this research is the following:

• Is it possible to simplify the three most important social networks by the junction of them into a single network?

This question has been divided into the two goals of this project:

• The creation of a single database that stores a social network by using a graph structure.

• The implementation of an algorithm that finds common points into the social networks and joins them by matching profiles across platforms.

The answer given to this question by this research is the Social Unifier system, which, to a greater or lesser extent, has managed to address their objectives. First of all, Borges database perfectly fulfills the requirements expected for
Conclusion

the database of the system, providing excellent results when testing and being properly adapted to its use as the input to the system algorithms. The biggest challenge of this thesis has been to achieve the desired characteristics of this storing system and the implementation of the writing and reading algorithms that interact with it, which have been carefully design to make the most of the database. Secondly, the test plan has proved that, although the information that can be obtained through the APIs of the social networks is limited and not as extensive as it was desirable, it is still possible to find a significant number of matching profiles across the three of them and this number may increase with further study of the subject. And finally, and most important, Social Unifier lays the foundations for the development of a social networking management software that concentrates all the functionalities of the social platforms into a single tool for smartphones.
Screen Captures

This appendix includes the screen captures of the Social Unifier application generated by the layouts of the project. Every figure is accompanied by a brief description of the elements included in its layout and the roles they play in the Android application.
Home screen: The home screen is generated by the file "main.xml". It includes an "ImageView" element, that works as a button to go to the login screen, and a "TextView" element to display the text.

Login: The login screen comes from the "login.xml" layout. It contains three "TextView elements" to show the text and two "EditText" elements, one of them to write the user name and the other one to write the password. The second one uses the parameter 'android:inputType="textPassword"' to hide the written characters. This layout also has a "CheckBox" element, for the user to indicate if he wants to keep his user name and the password stored in the device, and two buttons, one of them to login and go to the main menu and the other one to go to the registration screen.
Registration: "register.xml" contains the information about the registration screen, this layout presents the registration form of the system and it contains four "TextView" elements and three "EditText", one for the user name and two for the password and the password confirmation. Finally it has two buttons, one of them to complete the registration and the other one to cancel it, both of them take the user from this layout back to the login screen.

Main menu: The main menu screen is generated by the file "menu.xml". It contains one "TextView" element for the title and five buttons. The first three buttons go to the layouts of the Facebook menu, the Twitter menu and the LinkedIn menu. The fourth and the fifth ones open a custom dialog layout that is shown in figures A.5(a) and A.6(a).
Facebook menu: "fb_login.xml" has for buttons an a "TextView" for the tittle. The first button opens a progress dialog and starts the algorithm to get the contacts information, as it can be seen in figure A.4(b). The second and the third button open a custom dialog before going to the graph view screen or the check matches screen. This is shown in figures A.5(a) and A.6(a). The last button simply returns to the main menu screen.

Twitter menu: The twitter menu screen is contained in the file "tw_login.xml" and it has exactly the same elements than the facebook menu and every button has similar behavior too.
LinkedIn menu: generated by "lk_login.xml", follows the same pattern than the Facebook menu and the Twitter menu.

Collecting information: When the "Get information" button is pressed in the LinkedIn, Facebook or Twitter menu, it shows a default progress dialog that displays a message for the user to wait until the information is stored in the database. When this dialog closes the user stays in the same menu screen.

Figure A.4: LinkedIn menu and collecting information screens
Custom dialog 1: This custom dialog is shown when the user selects to go to the check matches screen from the main menu or the Facebook, LinkedIn or Twitter menu. It is written in the "maindialog.xml" file and it includes a text view with the warning message to be displayed and two buttons, one of them to continue and go to the check matches screen and the other one to cancel the action and go back to the original menu screen.

Check matches: The check matches screen is shown when the user selects the option "global matches / suggested connections" from the main menu or "check global matches" from the LinkedIn, Twitter of Facebook menus, and presses the "Continue" button in the custom dialog. The "matches.xml" file contains two "TextView" elements. The first one displays the ratio matches detected / potential matches and the second one displays the number of suggested contacts found, but this one will be used only in the case of opening this layout from the "G_Matches" Java class. There is also a "ListView" element, the elements inside of this "ListView" are generated by "list_black_text.xml", which has a "TextView" that will print each one of the detected matches and suggested connections, if necessary. This layout does not have any button, and the user has to press the "return" actual button of the device to go back to the previous screen.
Custom dialog 2: This custom dialog is shown when the user selects the graph view option from the main menu or the Facebook, LinkedIn or Twitter menu. It uses the same layout that the custom dialog 1, "maindialog.xml" and the only difference is in the message displayed. When the user presses the "Continue" button, the program goes to the graph building screen. In case the user presses "Cancel" it goes back to the original menu.

Graph building: After the user clicks the "Continue" button in the custom dialog 2, the application stays in the current menu screen and opens a progress dialog, the same way it does when collecting information from the social networks menu. When the graph is built and uploaded to the server this dialog is dismissed and the application opens the default browser to show the requested graph view.

Figure A.6: Custom dialog 2 and graph building screens
Appendix B

Class Overview

There are two packages of Java classes in this project, "thesis.unifier", containing the bulk of the activities and classes of the application, and "org.base", where the class implemented to manage the Borges database is defined. The next sections present the figures that illustrate the overview of all those classes.

B.1 Social Unifier Activities

The Social Unifier Android manifest document declares the existence of twelve activities. The classes that extend the class "Activity" are contained in the "thesis.unifier" package and the figures illustrating their classes overview are shown below.

<table>
<thead>
<tr>
<th>Main</th>
</tr>
</thead>
<tbody>
<tr>
<td>img : ImageView</td>
</tr>
<tr>
<td>onCreate(savedInstanceState : Bundle) : void</td>
</tr>
<tr>
<td>onActivityResult(requestCode : int, resultCode : int, data : Intent) : void</td>
</tr>
</tbody>
</table>

Figure B.1: Main class overview.
Figure B.2: Login class overview.

Figure B.3: Register class overview.

Figure B.4: Menu class overview.
**Figure B.5:** Fb_main class overview.

**Figure B.6:** Tw_main class overview.

**Figure B.7:** Lk_main class overview.
**Figure B.8:** G\_Matches class overview.

**Figure B.9:** FB\_Matches class overview.

**Figure B.10:** TW\_Matches class overview.

**Figure B.11:** LD\_Matches class overview.
B.2 No Activity Classes

Class overviews of the rest of the classes that are part of the "thesis.unifier" package are shown bellow.

Figure B.12: PrepareRequestTokenActivity and RetrieveAccessTokenTask classes overview. RetrieveAccessTokenTask is declared inside of PrepareRequestTokenActivity.

Figure B.13: Constants class overview.
Figure B.14: TwitterUtils class overview.

Figure B.15: OAuthRequestTokenTask class overview.

Figure B.16: Graph class overview.

Figure B.17: Upload class overview.
B.3 Database Class

The package "org.base" contains the Database class, which provides the tools to connect and make requests to the Borges database.

![Database class overview](image)

**Figure B.16:** Database class overview.
Appendix D includes figures that show the image of Social Unifier networks. To plot this social network data it has been used the Gephi [26] open source software, which draws the graph after importing the data from a "dot" [27] file generated by a Python script. This python script uses the "couchdb" module to read the database, and the "networkx" [28] package to build the graph from the information stored in Borges. Once the graph is built, the script writes the "dot" file by using the method \texttt{nx.drawing.write}\_\texttt{dot}(\texttt{G}, \texttt{file}\_\texttt{path}), for which it is necessary to install the "Graphviz" [29] graph visualization software and "PyGraphviz" [30], the Python interface to the Graphviz graph layout and visualization package. The following section presents the code of the script.

### C.1 GraphGenerator.py

```python
import sys
import os
import couchdb
import networkx as nx

try:
    import jsonlib2 as json
```
except ImportError:
    import json

## Include Database credentials.
username = "s081289"
password = "socialunifier"
db = couchdb.Database("http://lestrade.imm.dtu.dk:5984/s081289_borges")
db.resource.credentials = (username, password)

G=nx.Graph()

fb = db['fb_users']
lk = db['ld_users']
tw = db['tw_users']
matches = db['matches']

for doc in db:
    if doc != 'fb_users' and doc != 'ld_users' and doc != 'tw_users' and doc != 'matches':
        entry = db[doc]
        if 'linkedin_info' in entry:
            if entry['linkedin_info']['id'] in lk:
                name = lk[entry['linkedin_info']['id']]
                G.add_node(name, group='user')
            else:
                name = entry['linkedin_info']['first_name'] + entry['linkedin_info']['last_name']
                if entry['linkedin_info']['id'] in matches:
                    G.add_node(name, group='match')
                else:
                    G.add_node(name, group='linkedin')
        elif 'facebook_info' in entry:
            if entry['facebook_info']['id'] in fb:
                name = fb[entry['facebook_info']['id']]  
                G.add_node(name, group='user')
            else:
                name = entry['facebook_info']['name']
                if entry['facebook_info']['id'] in matches:
                    G.add_node(name, group='match')
                else:
                    G.add_node(name, group='facebook')
        elif 'twitter_info' in entry:
            if entry['twitter_info']['id'] in tw:
                name = tw[entry['twitter_info']['id']]  
                G.add_node(name, group='user')
            else:
                name = entry['twitter_info']['name']
                if str(entry['twitter_info']['id']) in matches:

G.add_node(name, group='match')
else:
    G.add_node(name, group='twitter')
else:
    name = doc
    G.add_node(name)
if 'twitter_contacts' in db[doc]:
    con = db[doc]['twitter_contacts']
    if con != "[]":
        list = db[doc]['twitter_contacts'][1:-1].split(',,
        for x in list:
            if x in tw:
                G.add_edge(name, db['tw_users'][x])
else in matches:
    m = matches[x]
    if len(matches[x]) == 1:
        match = db[matches[x][0]]
        if 'linkedin_info' in match:
            name2 = match['linkedin_info']['first_name'] +
            match['linkedin_info']['last_name']
            G.add_edge(name, name2)
    else:
        G.add_edge(name, match['facebook_info']['name'])
else:
    m = matches[x]
    if 'linkedin_info' in match:
        name2 = match['linkedin_info']['first_name'] +
        match['linkedin_info']['last_name']
        G.add_edge(name, name2)
else:
        d = db[matches[x][1]]
        name2 = d['linkedin_info']['first_name'] +
        d['linkedin_info']['last_name']
        G.add_edge(name, name2)
else:
    G.add_edge(name, db[x]['twitter_info']['name'])

if 'facebook_contacts' in db[doc]:
    con = db[doc]['facebook_contacts']
    if con != "[]":
        list = con[1:-1].split(',,
        for x in list:
            if x in fb:
                G.add_edge(name, db['tw_users'][x])
else in matches:
    m = matches[x]
    if len(matches[x]) == 1:
match = db[matches[x][0]]
if 'linkedin_info' in match:
    name2 = match['linkedin_info']['first_name'] +
    match['linkedin_info']['last_name']
    G.add_edge(name, name2)
else:
    G.add_edge(name, db[x]['facebook_info']['name'])
else:
    match = db[matches[x][1]]
    if 'linkedin_info' in match:
        name2 = match['linkedin_info']['first_name'] +
        match['linkedin_info']['last_name']
        G.add_edge(name, name2)
    else:
        d = db[matches[x][1]]
        name2 = d['linkedin_info']['first_name'] +
        d['linkedin_info']['last_name']
        G.add_edge(name, name2)
else:
    G.add_edge(name, db[x]['facebook_info']['name'])

if 'linkedin_contacts' in db[doc]:
    con = db[doc]['linkedin_contacts']
    if con != "[]":
        list = con[1:-1].split(', ')
        for x in list:
            if x in lk:
                G.add_edge(name, db['ld_users'][x])
            else:
                name2 = db[x]['linkedin_info']['first_name'] +
                db[x]['linkedin_info']['last_name']
                G.add_edge(name, name2)

# Write graph file.
xn.drawing.write_dot(G, "out.dot")
The next two sections contain figures D.1 and D.2, which show the state of the Social Unifier network for a single user of the system and the image of the global network after the test plan has been conducted. The purpose of this images is to give an idea of how the contacts from the three social networks relate to each other and how the networks connect between them through the found matching profiles. The figure D.2 shows a graph that can be understood as the junction of ten graphs that are similar to the one displayed in the figure D.2.
D.1 Single User Network

Figure D.1: Network of the Social Unifier test User 1.
D.2 Global Network

Figure D.1: Social Unifier Network after the test plan has been conducted.
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